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1

INTELLIGENT FLLOOD CONTROL
MANAGEMENT

FIELD OF THE INVENTION

The present invention relates to improving performance of
computer systems, and in particular, to dynamically monitor-
ing and managing resource usages of processes in computer
systems.

BACKGROUND OF THE INVENTION

In a multi-node system, nodes may appear as a single
system to application servers and user applications. Each
node may handle its share of the workload during the normal
operation when all the nodes in the multi-node system sup-
posed to be up are in fact up. When one of the nodes fails (or
is out of service for whatever reason), a particular node may
be required to take over some, or all, of the failed node’s share
of the workload.

Unfortunately, the takeover (or failover) node may have
used its capacity for its own share of the workload to such an
extent that the node can hardly take over the failed node’s
share of the workload. For example, the takeover node may
already use 60% of CPU time for processing its own share of
the workload. Servicing the failed node’s share of the work-
load may require more than 40% of additional CPU time.
Thus, when the failed node’s share of the workload is over
flown to the takeover node, the takeover node does not have
sufficient CPU time for processing both its own share and the
failed node’s share of the workload. This may cause the
takeover node to fail.

This situation may be worsened, because the application
servers and user applications that initiate the workload may
not be aware of the fact that one or more nodes of the multi-
node system are out of service. In fact, it may appear to the
application servers and user applications that the multi-node
system is handling an ever smaller number of transactions
than before. The application servers and user applications
may increase the number of requests sent to the multi-node
system. As a result, more nodes in the multi-node system may
fail.

As clearly shown, techniques are needed for dynamically
monitoring and managing resource usages of processes in
computer systems.

The approaches described in this section are approaches
that could be pursued, but not necessarily approaches that
have been previously conceived or pursued. Therefore, unless
otherwise indicated, it should not be assumed that any of the
approaches described in this section qualify as prior art
merely by virtue of their inclusion in this section.

BRIEF DESCRIPTION OF THE DRAWINGS

The present invention is illustrated by way of example, and
not by way of limitation, in the figures of the accompanying
drawings and in which like reference numerals refer to similar
elements and in which:

FIG. 1 illustrates an example system that comprises an
example multi-node system according to an embodiment of
the present invention;

FIG. 2 illustrates an example node that comprises an
example resource control mechanism according to an
embodiment of the present invention;

FIG. 3 is an example processing flow for dynamically
monitoring and managing resource usages of processes on an
example node according to an embodiment of the present
invention;
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FIG. 4 is a block diagram of a computer system that may be
used to implement an embodiment of the present invention.

DETAILED DESCRIPTION OF THE INVENTION

Techniques for dynamically monitoring and managing
resource usages of processes in a computer system are
described. In the following description, for the purposes of
explanation, numerous specific details are set forth in order to
provide a thorough understanding of the present invention. It
will be apparent, however, that the present invention may be
practiced without these specific details. In other instances,
well-known structures and devices are shown in block dia-
gram form in order to avoid unnecessarily obscuring the
present invention.

Overview

Techniques are provided for dynamically monitoring and
managing resource usages of processes on a node of a multi-
node system. In an embodiment, a resource control mecha-
nism monitors resource usages on the node, using a variety of
process information generated on the node. Based on a plu-
rality of corresponding thresholds for the resource usages, the
resource control mechanism determines whether one or more
resource usages are high (for example, exceeding corre-
sponding thresholds for the one or more resource usages). If
that is the case, the resource control mechanism implements
a number of resource usage reduction policies to promptly
reduce the resources usages that are high. These resource
usage reduction policies may include, but are not limited to,
rejecting or throttling requests for new database connections
to be established on the node in the multi-node system, pri-
oritizing processes based on whether execution of a process
will likely result in a reduction of resource usages on the node.
Under these resource usage reduction policies, if a process
likely generates new resource usage requirements, that pro-
cess will be assigned a relatively low priority. Conversely, if a
process likely releases resources, that process will be
assigned a relatively high priority.

Other resource usage reduction policies such as batching
up a plurality of messages in a single physical message may
also be implemented when the node has high resource usages.
Example Database System

A database comprises database data and metadata that is
stored on a persistent memory mechanism, such as a set of
hard disks. Database data may be stored in one or more data
containers represented on the persistent memory mechanism.
Each container contains records. The data within each record
is organized into one or more fields. In relational database
management systems, the data containers are referred to as
tables, the records are referred to as rows, and the fields are
referred to as columns. In object-oriented databases, the data
containers are referred to as object classes, the records are
referred to as objects, and the fields are referred to as
attributes. Other database architectures may use other termi-
nology.

A database management system (“DBMS”) manages a
database. A database management system may comprise one
or more database servers. A multi-node system mentioned
above may be used to implement the database management
system. Each node in the multi-node system may host a
database server. A server, such as a database server, is a
combination of integrated software components and an allo-
cation of computational resources, such as memory, a node,
and processes on the node for executing the integrated soft-
ware components on a processor, the combination of the
software and computational resources being dedicated to per-
forming a particular function on behalf of one or more clients.
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User applications as database clients interact with a data-
base server by submitting to the database server commands
that cause the database server to perform operations on data
stored in a database. A database command may be in the form
of'a database statement that conforms to a database language.
One non-limiting database language supported by many data-
base servers is SQL, including proprietary forms of SQL
supported by such database servers as Oracle, (e.g. Oracle
Database 10 g). SQL data definition language (“DDL”)
instructions are issued to a database server to create or con-
figure database objects, such as tables, views, or complex data
types.

Example Multi-Node System

According to an embodiment of the present invention, the
techniques may be performed by a multi-node system 102 as
illustrated in FIG. 1, which comprises multiple intercon-
nected nodes (e.g., 104-1 and 104-2). The system 102 may
provide user applications access to a database 106. These user
applications may run on application servers that are opera-
tively linked to the multi-node system 102. The nodes (104) in
the multi-node system 102 may be in the form of computers
(e.g. work stations, personal computers) interconnected via a
network. Alternatively, the nodes (104) may be nodes of a
grid, where each node is interconnected on a rack. The grid
may host multiple multi-node systems. Each node 104 may be
a separate physical computer, or a separate domain (which,
for example, may run inside a virtual machine) among a
plurality of domains that partition a physical computer. In
embodiments where some of the nodes 104 may be domains,
each domain behaves independently like a separate physical
computer and constitutes a separate logical computer.

Each node 104 provides a plurality of resources to pro-
cesses running on the node. As used herein, a resource may be
a physical resource such as CPU time, main memory space,
network I/O bandwidth, disk I/O usage, cache size, etc. A
resource may also be a logical resource such as latches, sema-
phores, shared memory, or special data structures, etc.

For the purpose of illustration only, the node 104-1 com-
prises three resources (108-1 through 108-3). For example,
the resource 108-1 may be CPU time, the resource 108-2 may
be RAM space, and the resource 108-3 may be latches for
shared data blocks of the database 106.

In some embodiments, node 104-1 is a database instance
on which a number of database processes and non-database
processes run. These processes may have different life spans
and run for different time periods. Each of these processes
may evolve in different stages that use different combinations
of resources and different amounts of the resources. For
example, a process that communicates messages between
nodes may use CPU time and RAM space, but may not use
latches for shared data blocks of the database 106, while
another process that performs database checkpoint operations
may use CPU time, RAM space, and, at some points of time,
latches. In some embodiments, a resource control mechanism
(e.g., 208 of FIG. 2) may be implemented on the node 104-1
to determine whether, when, and how much a process should
be allowed to use various amounts of various resources 108
on the node 104-1 during a lifecycle of the process. An
amount of a resource allocated to the process by the resource
control mechanism 208 may be configured and changed pro-
grammatically or manually when the process starts up or
while the process is running.

As used herein, the term “a process uses or incurs a
resource” means that a certain amount of the resource is
incurred (or used) by the process to the exclusion of other
processes, regardless of whether the process is actively using
any, or all, of that amount of the resource or not. The term “a
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4

process frees a resource” means that a certain amount of the
resource previously incurred (or used) by the process has
been made available on the node from a particular point of
time (e.g., when the operating system or the database system
carries out a free resource function call).

In some instances, a resource is automatically incurred by
a process. For example, CPU time may be automatically
incurred when a process is scheduled into an executing state
on the node. An initial amount of memory space may also be
automatically incurred by a process for storing program code
and data when the process starts up on the node. Likewise, a
resource may be automatically freed by a process, for
example, when the process terminates on the node.

In contrast, a resource may also be incurred by a process if
the process makes a request for the resource and if the request
for the resource is granted by the resource control mecha-
nism. For example, when a process needs additional heap
memory in the middle of running, the process may use a
memory allocation call such as “malloc( )’ to make a request
for a certain amount of additional memory. When the request
is granted by the resource control mechanism, a certain addi-
tional amount of memory is incurred by the process from that
point on until the process releases some, or all, of that amount
of memory.

In some instances, a request for a resource needs not to be
explicit. For example, when a process wishes to exclusively
access a shared data block of the database 106 by making a
call “retreiveDataBlockforReadWrite( )”, a request for a latch
for exclusive write access to the shared data block may be
implicitly made, even though the call is only explicitly
requesting the shared data block. When the call returns suc-
cessfully, the latch for exclusive write access implicitly
requested is granted by the resource control mechanism.

In some embodiments, a certain amount of a resource, as
required by the process during its lifecycle, may be incurred
by a process at once. In some other embodiments, a certain
amount of a resource may be gradually or incrementally
incurred by a process. Similarly, in some embodiments, a
certain amount of a resource may be freed by a process at
once. In some other embodiments, a certain amount of a
resource may be gradually or incrementally freed by a pro-
cess. It should be noted that incurring a certain amount of a
resource by a process may or may not be symmetric or cor-
related with freeing the same amount of the resource by the
process.

Example Resource Control Mechanism

FIG. 2 illustrates an example embodiment in which the
resource control mechanism 208, in conjunction with the
operating system (e.g., UNIX) and/or the database system
software deployed on the node 104-1, monitors and controls
resource usages (e.g., 204-1 through 204-3 for resources
108-1 through 108-3 as illustrated in FIG. 1 and FIG. 2) by
processes running on the node 104.

As used herein, the term “resource usage” refers to an
aggregated number, an aggregated amount, an aggregated
percentage, or otherwise an aggregated measure that indi-
cates how much of a resource has been incurred by all pro-
cesses running on the node 104-1. Upon determining a
resource usage for a resource, the resource control mecha-
nism may use other information at its disposal (for example,
system configuration information) to further determine how
much of the resource remains available. For example, a
resource usage for CPU time at a particular time may be
determined as 40%, which indicates that 40% of CPU time as
provided by one or more processors on the node 104-1 has
been incurred by the processes on the node 104-1 at the
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particular time. The resource control mechanism determines
therefore that 60% of CPU time remains available to serve
new request for the resource.

Example Normal Mode

The resource control mechanism 208 may operate in two
different modes depending on current resource usages on the
node 104. In the first operational mode (or simply normal
mode), the resource control mechanism 208 monitors a group
of resources 108 as shown in FIG. 2 and determines whether
any resource usage has exceeded a resource usage threshold
206. As illustrated in FIG. 2, each resource (e.g., 108-1
through 108-3) may have a resource usage threshold (i.e.,
206-1 through 206-3, respectively). As used herein, the term
“threshold” or “resource usage threshold” refers to a number,
an amount, a percentage, or otherwise a quantity that indi-
cates a critical point separating a normal region of resource
usage for a resource from a high-usage region of resource
usage for the resource. For example, a threshold may be 40%
for resource usage of CPU time. A resource usage for CPU
time that exceeds 40% is in a high-usage region of resource
usage for CPU time, while another resource usage for CPU
time that is below 40% is in a normal region of resource usage
for CPU time.

Threshold for a resource 108 may be pre-configured and/or
reconfigured manually or programmatically. In some
embodiments, other configuration data on the node 104-1
may beused to determine thresholds for various resources on
the node 104-1. For example, if the node 104-1 is responsible
for taking over entire work from another node 104 in the
multi-node system 102, thresholds for resource usages may
be set at various values around 40%, allowing some room for
any unexpected usages on the node 104-1. Thus, when the
other node fails, the node 104-1 is still able to take over all the
work without causing itself out-of-service. In alternative con-
figurations, the node 104-1 may not be assigned any respon-
sibility for taking over another failed node, or may be
assigned with only a portion of work of another failed node.
Thresholds for various resources may be set accordingly
based on these and other factors.

In some embodiments, in the normal mode, the resource
control mechanism 208 allows resources to be incurred so
long as the resources are still in the normal regions. In some
embodiments, a total usable amount of a resource is not fixed
(unlike CPU time, for example, whose total usable amount is
100%). In these embodiments, the resource control mecha-
nism 208 may increase or decrease the total usable amount
depending on actual resource usage of the resource. For
example, a buffer cache on a node 104 that caches previously
retrieved data blocks may be increased or decreased to certain
extents by the resource control mechanism 208 depending on
actual resource usages of the buffer cache. In some embodi-
ments, for a resource of which the resource control mecha-
nism 208 can increase and decrease a total usable amount, a
determination that resource usage of a resource is in a high-
usage region occurs after the resource control mechanism 208
has increased the total usable amount of the resource to a
maximum.

In some embodiments, node-wise resource usage informa-
tion (shown as 202-1 of FIG. 2) such as stats, trace, and log
files are will be, or alternatively and/or additionally, has
already been, generated on the node 104-1. This node-wise
resource usage information 202-1 may indicate how much
memory or how many semaphores a process has used or has
been using, how much heap memory the process has incurred
or has been incurring, how many messages at what sizes the
process has sent or has been sending to other processes on the
node 104-1 or other nodes 104, etc. In some embodiments
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where the node 104-1 is a database node in a multi-node
system 102 as illustrated in FIG. 1, database-specific resource
usage information (shown as 202-2 of FIG. 2) will be, or
alternatively and/or additionally, has already been, generated
on the node 104-1. This database-specific resource usage
information 202-2 may indicate how many transactions a
database process has processed or has been processing, how
much buffer cache the database process has consumed or has
been consuming, what latches for shared data blocks the
database process has secured or is waiting to secure, etc. In
some embodiments, the resource control mechanism com-
prises resource usage determination logic to interact with the
operating system and/or database system (through function
calls, for example) to gather resource usage information at a
given runtime.

As illustrated in FIG. 2, the resource control mechanism
may use the resource usage information (202) and the
resource usage determination logic to determine/establish
resource usages (e.g., 204-1 through 204-3) for resources
(i.e., 108-1 through 108-3, respectively) on the node 104-1 at
a given time. Based on the resource usages 204, the resource
control mechanism determines whether one or more of the
resources cross one or more corresponding thresholds 206
from normal regions to high-usage regions.

Example Safe Mode

When one or more of the resources that are monitored by
the resource control mechanism 208 cross corresponding
thresholds 206 from normal regions to high-usage regions,
the resource control mechanism 208 may transition from the
normal mode to a second operational mode (or simply safe
mode) to distribute resources on the node 104-1 intelligently,
to protect the node 104-1 from further deterioration in terms
of'resource usages and, and to reduce high resource usages on
the node 104-1 so that all resource usages on the node 104-1
return to normal regions. In the safe mode, the resource con-
trol mechanism 208 implements one or more resource usage
reduction policies to help restore the node 104-1 into the
normal mode (in which all the resource usages will be in
normal regions). In addition, the resource control mechanism
208 continues to monitor resource usages of the resources to
determine whether the usages have indeed been restored into
the normal regions. If so, the resource control mechanism 208
resumes operating in the normal mode.

Denying Requests for New Database Connections

In some embodiments, in the database system imple-
mented by the multi-node system 102, when a user applica-
tion on an application server (which may be remotely located
from the multi-node system 102) needs to perform one or
more database operations, the user application first requests a
connection (or to be attached) with a session process on a
node (e.g., 104-1) of the multi-node system. This session
process may be one of many such processes in a session
process pool. Once connected/attached to the session process
(i.e., a new session is started), the user application may issue
database commands (e.g., SQL statements) to the session
process. The session process in turn secures necessary
resources on the node 104-1 to carry out corresponding data-
base operations as instructed by the database commands from
the user application. In some embodiments, to carry out these
database operations, not only direct resources that are neces-
sary to carry out the operations are needed, but also secondary
operations (e.g., logging), hence additional resources, may be
incurred.

In some embodiments, when the user application finishes
and disconnects (or is detached; hence the existing session is
ended) from the session process, any resources still held by
the session process for serving the user application are freed.
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Thus, during a finite period between the attachment and the
detachment of the user application, the session process incurs
a number of resources. These resources are incurred if and
when a session process is allowed to be connected with a user
application to process the latter’s database commands.

In some embodiments, in the safe mode, the resource con-
trol mechanism 208 is operable to deny (or cause to deny)
requests for new database connections. Thus, resources that
could be incurred by new user applications can be avoided.
Instead, resources may be used for existing connections that
have been previously allowed. As a result, session processes
that serve the existing connections can complete their respec-
tive operations and to free the incurred resources at the
completion of the operations, relatively promptly, thereby
helping the node 104-1 return to the normal mode.

In some embodiments, in the safe mode, instead of denying
all requests for new database connections as previously
described, the resource control mechanism 208 is operable to
allow (or cause to allow) only a small number of requests (say
five per minute instead of a higher number per minute) for
new database connections.

Prioritizing Processes

In some embodiments, in the safe mode, processes with
higher priority levels may be allowed to continue their opera-
tions as usual. In some embodiments, in the safe mode, the
resource control mechanism 208 is operable to prioritize
requests for resources that may or may not be in high-usage
regions. As used herein, the term “prioritize” means assigning
values to a priority level attribute that is used by the node to
determine whether, when, and what resources should be
granted to a process. An example of a priority level attribute
may be an operating system priority. Generally speaking, the
higher a process’s priority level, the more likely the process is
to be granted access to resources. Particularly, a process that
is of a higher priority level may be allowed to proceed before
alower priority level. A process that uses no or little resources
whose usages are in high-usage regions may be allowed to
proceed before other processes with the same priority level. A
process that is holding a resource for which many other pro-
cesses are waiting may be re-assigned with a high priority
level so that the resource can be quickly released to avoid
deadlock situations. Conversely, a process that is holding
resources for which no other, or very few, processes are
waiting may be downgraded to a low priority level, or alter-
natively maintain its relatively low priority level.

For example, requests for new database connections may
be given a relatively low priority level so that processes asso-
ciated with the requests are allowed at a relatively slow rate on
the node 104-1, as compared with that in the normal mode.

On the other hand, a process that has secured some, or all,
of the needed resources may be given a higher priority level
by the resource control mechanism 208 so that the process
may finish its operation and release the resources the process
has incurred. This process may have already held latches or
other resources that are being waited by other processes
before the operational mode transitions from the normal
mode to the safe mode. When the process that has secured a
relatively large amount of resources is given a high priority
level to finish its work in the safe mode, likelihood of dead-
locks on the resources may be avoided or significantly
reduced.

A process that serves a critical or important function on the
node 104-1 may be given high priority levels and allowed to
proceed before other processes. For example, a background
process (e.g., a process that determines which process obtains
what type of latches for which shared data block of the data-
base 106) on which many foreground processes (e.g., a ses-
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sion process to which a user application sends database com-
mands) depend may be given a priority level so that the
important background process is able to incur needed
resources more readily than the foreground processes. Prior-
ity levels of these processes may be manually or program-
matically provided on the node 104-1. Priority levels of these
processes may also be determined based in part on runtime
information.

In some embodiments, database-specific resource usage
information 202-2 may identify which process currently
holds a resource such as a latch and which other processes
currently wait for the held resource. Based on this runtime
information, the resource control mechanism 208 may priori-
tize the processes such that the process currently holding the
resource is allowed to proceed with a higher priority level
than those of the waiting processes.

Terminating Processes

In some embodiments, in the safe mode, the resource con-
trol mechanism 208 may determine that out of all processes
that are running on the node 104-1, some processes are non-
critical. Examples of non-critical processes include, but are
not limited to garbage collection processes, informational
event generation processes, etc. In some embodiments, these
non-critical processes may be terminated in order to free up
resources currently incurred by the processes.

In some situations, even if a process is not non-critical,
nevertheless the process may be terminated. For example,
session processes that have started but are still in initial stages
of'waiting for or incurring resources may be terminated by the
resource control mechanism 208 in order to free up resources
currently incurred by the processes and to prevent further
resources from being incurred. In some embodiments, termi-
nation of processes on the node 104-1 may cause errors to be
returned to user applications. In some embodiments, the user
application may be programmed to retry the same requests
with the multi-node system 102. These retried requests may
overflow to other nodes 104 in the multi-node system 102,
instead of the node 104-1, which is presently operating in the
safe mode. For example, software middleware (for example,
clusterware) may be deployed in the multi-node system 102
to dispatch requests among the nodes 104 in the system 102.
When received by the multi-node system 102, a retried
request may be redirected by the clusterware to another node
104, other than node 104-1.

Reducing Input/Output Operations

In some embodiments, in the safe mode, the resource con-
trol mechanism 208 may be operable to reduce, or cause to
reduce, the number of physical messages that are sent
between processes on the same node (i.e., 104-1) or different
nodes 104. For example, instead of immediately sending a
message in a function call issued by a process on the node
104-1, which would cause a separate 1/O operation for each
such message, the resource control mechanism may place the
message in a message buffer. When the message buffer
exceeds a certain size or (alternatively and/or optionally)
when a certain time period has elapsed, messages in the
message buffer may be sent in a single physical message that
may only involve minimum I/O operations.

In some embodiments, in the safe mode, the resource con-
trol mechanism 208 may be operable to reduce, or cause to
reduce, the number of checkpoints. When a checkpoint is
issued, dirty blocks in the buffer cache are written to datafiles
(which may comprise a number of data blocks) of the data-
base 106 and the latest commit data is also updated in the
datafiles of the database 106. Since a checkpoint may cause a
number of I/O operations and need large amounts of
resources to process, the reduction of checkpoints in the safe



US 9,128,895 B2

9

mode alleviate resource usages of the respective resources
that are needed to process the checkpoint.

In the safe mode, the resource control mechanism 208
continues to monitor the group of resources 108 as shown in
FIG. 2 and determines whether each of the resource moni-
tored is operating in a normal region. If so, the resource
control mechanism 208 may transition the node 104-1 from
the safe mode to the normal mode.

Example Process

FIG. 3 illustrates an example process under the new tech-
niques. In block 310, a resource control mechanism (e.g., 208
of FIG. 2) monitors a plurality of resource usages 108 on a
node (e.g., 104-1) in a multi-node system (e.g., 102). The
plurality of resource usages that are monitored by the
resource control mechanism 208 may include a resource
usage 204 for a resource 108, on the node 104-1, such as the
aforementioned CPU time, memory, network bandwidth,
database transaction processing capacity, etc. In some
embodiments, to monitor the plurality of resource usages 204
on the node 104-1 in the multi-node system 102, the resource
control mechanism includes analyzing resource usage data
(e.g.,202-1 and 202-2 of FIG. 2) generated on the node 104-1.
The resource usage data may include resource usage data
(e.g., 202-1) generated by the operating system deployed on
the node 104-1, or database-specific resource usage data (e.g.,
202-2) generated by database system software deployed on
the node 104-1.

In block 320, the resource control mechanism 208 deter-
mines whether one or more resource usages (e.g., 204-1) in
the plurality of resource usages (e.g., 204-1 through 204-3)
are high (i.e., in high-usage regions). For example, initially,
the resource control mechanism 208 may operate in a normal
mode, as previously described, as all the monitored resource
usages may be normal (i.e., in normal regions). Once any of
the resource usages moves into a high-usage region, the
resource control mechanism 208 may transition from the
normal mode to a safe mode, as previously described. In the
safe mode, the resource control mechanism 208 implements a
plurality of resource usage reduction policies to help restore
the node 104-1 into the normal mode. One resource usage
reduction policy may be to reject requests for new database
connections. In some embodiments, if a request for a new
database connection were granted, the new database connec-
tion requested would be established between a user applica-
tion that made the request and a session process in a session
process pool on the node 104-1. In turn, various amounts of
resources would be incurred by the user application and the
session process to carry out further operations in connection
with the user application. As described previously, various
resource usage reduction policies may be implemented by the
resource control mechanism 208 to speed up the transition
from the safe mode to the normal mode on the node 104-1.

In block 330, in response to determining that one or more
resource usages in the plurality of resource usages 204 are
high, the resource control mechanism 208 transitions the
operational mode from the normal mode to the safe mode, and
implements one or more resource usage reduction policies for
the purpose of restoring the node to the normal node. In some
embodiments, some resource usage reduction policies may
be implemented by the resource control mechanism 208 first.
If the node 104-1 continues to experience high resource
usages, more resource usage reduction policies may be imple-
mented by the resource control mechanism 208.

In some embodiments, in the safe mode, the resource con-
trol mechanism 208 rejects at least one request for a new
database connection. By rejecting such a request, the resource
control mechanism 208 helps other existing database connec-
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tions finish their work faster and hence release incurred
resources faster than otherwise. In some embodiments, the
rejected request may be re-routed by cluster-wide software
(such as the above discussed clusterware) deployed in the
multi-node system 102 or by the user application to a different
node 104.

In some embodiments, the resource control mechanism
208 may continuously monitor and influence resource usages
incurred by individual processes, a type of processes, a col-
lection of processes, and/or a particular subsystem on the
node 104-1.

Hardware Overview

FIG. 4 is ablock diagram that illustrates a computer system
400 upon which an embodiment of the invention may be
implemented. Computer system 400 includes a bus 402 or
other communication mechanism for communicating infor-
mation, and a processor 404 coupled with bus 402 for pro-
cessing information. Computer system 400 also includes a
main memory 406, such as a random access memory (RAM)
or other dynamic storage device, coupled to bus 402 for
storing information and instructions to be executed by pro-
cessor 404. Main memory 406 also may be used for storing
temporary variables or other intermediate information during
execution of instructions to be executed by processor 404.
Computer system 400 further includes a read only memory
(ROM) 408 or other static storage device coupled to bus 402
for storing static information and instructions for processor
404. A storage device 410, such as a magnetic disk or optical
disk, is provided and coupled to bus 402 for storing informa-
tion and instructions.

Computer system 400 may be coupled via bus 402 to a
display 412, such as a cathode ray tube (CRT), for displaying
information to a computer user. An input device 414, includ-
ing alphanumeric and other keys, is coupled to bus 402 for
communicating information and command selections to pro-
cessor 404. Another type of user input device is cursor control
416, such as a mouse, a trackball, or cursor direction keys for
communicating direction information and command selec-
tions to processor 404 and for controlling cursor movement
ondisplay 412. This input device typically has two degrees of
freedom in two axes, a first axis (e.g., X) and a second axis
(e.g., y), that allows the device to specify positions in a plane.

The invention is related to the use of computer system 400
for implementing the techniques described herein. According
to an embodiment of the invention, those techniques are per-
formed by computer system 400 in response to processor 404
executing one or more sequences of one or more instructions
contained in main memory 406. Such instructions may be
read into main memory 406 from another computer-readable
medium, such as storage device 410. Execution of the
sequences of instructions contained in main memory 406
causes processor 404 to perform the process steps described
herein. In alternative embodiments, hard-wired circuitry may
be used in place of or in combination with software instruc-
tions to implement the invention. Thus, embodiments of the
invention are not limited to any specific combination of hard-
ware circuitry and software.

The term “computer-readable medium” as used herein
refers to any medium that participates in providing instruc-
tions to processor 404 for execution. Such a medium may take
many forms, including but not limited to, non-volatile media
and volatile media. Non-volatile media includes, for
example, optical or magnetic disks, such as storage device
410. Volatile media includes dynamic memory, such as main
memory 406.

Common forms of computer-readable media include, for
example, a floppy disk, a flexible disk, hard disk, magnetic
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tape, or any other magnetic medium, a CD-ROM, any other
optical medium, punchcards, papertape, any other physical
medium with patterns of holes, a RAM, a PROM, and
EPROM, a FLASH-EPROM, any other memory chip or car-
tridge, or any other medium from which a computer can read.

Various forms of computer readable media may be
involved in carrying one or more sequences of one or more
instructions to processor 404 for execution. For example, the
instructions may initially be carried on a magnetic disk of a
remote computer. The remote computer can load the instruc-
tions into its dynamic memory and send the instructions over
a telephone line using a modem. A modem local to computer
system 400 can receive the data on the telephone line and use
an infra-red transmitter to convert the data to an infra-red
signal. Aninfra-red detector can receive the data carried in the
infra-red signal and appropriate circuitry can place the data
on bus 402. Bus 402 carries the data to main memory 406,
from which processor 404 retrieves and executes the instruc-
tions. The instructions received by main memory 406 may
optionally be stored on storage device 410 either before or
after execution by processor 404.

Computer system 400 also includes a communication
interface 418 coupled to bus 402. Communication interface
418 provides a two-way data communication coupling to a
network link 420 that is connected to a local network 422. For
example, communication interface 418 may be an integrated
services digital network (ISDN) card or a modem to provide
a data communication connection to a corresponding type of
telephone line. As another example, communication interface
418 may be a local area network (LAN) card to provide a data
communication connection to a compatible LAN. Wireless
links may also be implemented. In any such implementation,
communication interface 418 sends and receives electrical,
electromagnetic or optical signals that carry digital data
streams representing various types of information.

Network link 420 typically provides data communication
through one or more networks to other data devices. For
example, network link 420 may provide a connection through
local network 422 to a host computer 424 or to data equip-
ment operated by an Internet Service Provider (ISP) 426. ISP
426 in turn provides data communication services through the
world wide packet data communication network now com-
monly referred to as the “Internet” 428. Local network 422
and Internet 428 both use electrical, electromagnetic or opti-
cal signals that carry digital data streams. The signals through
the various networks and the signals on network link 420 and
through communication interface 418, which carry the digital
data to and from computer system 400, are exemplary forms
of carrier waves transporting the information.

Computer system 400 can send messages and receive data,
including program code, through the network(s), network
link 420 and communication interface 418. In the Internet
example, a server 430 might transmit a requested code for an
application program through Internet 428, ISP 426, local
network 422 and communication interface 418.

The received code may be executed by processor 404 as it
is received, and/or stored in storage device 410, or other
non-volatile storage for later execution. In this manner, com-
puter system 400 may obtain application code in the form of
a carrier wave.

In the foregoing specification, embodiments of the inven-
tion have been described with reference to numerous specific
details that may vary from implementation to implementa-
tion. Thus, the sole and exclusive indicator of what is the
invention, and is intended by the applicants to be the inven-
tion, is the set of claims that issue from this application, in the
specific form in which such claims issue, including any sub-
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sequent correction. Any definitions expressly set forth herein
for terms contained in such claims shall govern the meaning
of such terms as used in the claims. Hence, no limitation,
element, property, feature, advantage or attribute that is not
expressly recited in a claim should limit the scope of such
claim in any way. The specification and drawings are, accord-
ingly, to be regarded in an illustrative rather than a restrictive
sense.

What is claimed is:

1. A computer-implemented method, comprising:

monitoring a plurality of resource usages on a node;

granting to a plurality of database processes, by a resource
control mechanism of the node, one or more locks, each
lock of said one or more locks granting access to one or
more specified shared data blocks of a database;

determining whether a resource usage in the plurality of
resource usages exceeds a resource usage threshold; and

when the resource usage in the plurality of resource usages
exceeds the resource usage threshold, implementing one
or more resource usage reduction policies, by the
resource control mechanism, to restrict access to one or
more particular shared data blocks of the database by
delaying or denying one or more requested locks corre-
sponding to the one or more particular shared data
blocks;

wherein the method is performed by one or more comput-

ing devices.

2. The computer-implemented method of claim 1, wherein
the plurality of resource usages includes a resource usage
selected from network bandwidth usage, memory usage and
CPU usage.

3. The computer-implemented method of claim 1, wherein
implementing the one or more resource usage reduction poli-
cies comprises prioritizing specific processes of the plurality
of database processes based on one or more secured locks
already granted to the specific processes by the resource
control mechanism.

4. The computer-implemented method of claim 1, wherein
implementing the one or more resource usage reduction poli-
cies comprises reducing input operations and output opera-
tions between the plurality of database processes by storing a
plurality of messages in at least one buffer and sending mes-
sages stored in a selected buffer of the at least one buffer ina
single physical message.

5. The computer-implemented method recited in claim 1,
wherein the one or more locks comprise one or more exclu-
sive write latches.

6. The computer-implemented method of claim 1, wherein
implementing the one or more resource usage reduction poli-
cies comprises rejecting requests for new database connec-
tions to the database.

7. The computer-implemented method of claim 1, wherein
implementing the one or more resource usage reduction poli-
cies comprises prioritizing specific processes of the plurality
of'database processes based on whether latches granted to the
specific processes are for data blocks in high usage regions.

8. The computer-implemented method of claim 1, wherein
implementing the one or more resource usage reduction poli-
cies comprises terminating a specific process requesting a
latch from the resource control mechanism.

9. The computer-implemented method of claim 1, wherein
the plurality of resource usages comprises at least one data-
base-specific resource usage, wherein monitoring the at least
one database-specific resource usage comprises analyzing
database-specific resource usage data generated by database
system software deployed on the node.
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10. The computer-implemented method of claim 1,
wherein the plurality of resource usages comprises at least
one database-specific resource usage,

wherein when the resource usage in the plurality of

resource usages exceeds the resource usage threshold,
the node transitions from a first operating state to a
second operating state;
wherein the one or more resource usage reduction policies
implemented by the resource control mechanism to
restrict access to the one or more particular shared data
blocks of the database are implemented in the second
operating state.
11. A non-transitory computer-readable storage medium
storing one or more sequences of instructions which, when
executed by one or more processors, causes the one or more
processors to perform:
monitoring a plurality of resource usages on a node;
granting to a plurality of database processes, by a resource
control mechanism of the node, one or more locks, each
lock of said one or more locks granting access to one or
more specified shared data blocks of a database;

determining whether a resource usage in the plurality of
resource usages exceeds a resource usage threshold; and

when the resource usage in the plurality of resource usages
exceeds the resource usage threshold, implementing one
or more resource usage reduction policies, by the
resource control mechanism, to restrict access to one or
more particular shared data blocks of the database by
delaying or denying one or more requested locks corre-
sponding to the one or more particular shared data
blocks.

12. The non-transitory computer-readable storage medium
of'claim 11, wherein the plurality of resource usages includes
a resource usage selected from network bandwidth usage,
memory usage and CPU usage.

13. The non-transitory computer-readable storage medium
of claim 11, wherein implementing the one or more resource
usage reduction policies comprises prioritizing specific pro-
cesses of the plurality of database processes based on one or
more secured locks already granted to the specific processes
by the resource control mechanism.

14. The non-transitory computer-readable storage medium
of claim 11, wherein implementing the one or more resource
usage reduction policies comprises reducing input operations
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and output operations between the plurality of database pro-
cesses by storing a plurality of messages in at least one buffer
and sending messages stored in a selected buffer of the at least
one buffer in a single physical message.

15. The non-transitory computer-readable storage medium
recited in claim 11, wherein the one or more locks comprise
one or more exclusive write latches.

16. The non-transitory computer-readable storage medium
of'claim 11, wherein implementing the one or more resource
usage reduction policies comprises rejecting requests for new
database connections to the database.

17. The non-transitory computer-readable storage medium
of'claim 11, wherein implementing the one or more resource
usage reduction policies comprises prioritizing specific pro-
cesses of the plurality of database processes based on whether
latches granted to the specific processes are for data blocks in
high usage regions.

18. The non-transitory computer-readable storage medium
of'claim 11, wherein implementing the one or more resource
usage reduction policies comprises terminating a specific
process requesting a latch from the resource control mecha-
nism.

19. The non-transitory computer-readable storage medium
of claim 11, wherein the plurality of resource usages com-
prises at least one database-specific resource usage, wherein
monitoring the at least one database-specific resource usage
comprises analyzing database-specific resource usage data
generated by database system software deployed on the node.

20. The non-transitory computer-readable storage medium
of claim 11, wherein the plurality of resource usages com-
prises at least one database-specific resource usage,

wherein the one or more sequences of instructions include

instructions which, when executed by the one or more
processors, causes the one or more processors to per-
form: when the resource usage in the plurality of
resource usages exceeds the resource usage threshold,
transitioning the node from a first operating state to a
second operating state;

wherein the one or more resource usage reduction policies

implemented by the resource control mechanism to
restrict access to the one or more particular shared data
blocks of the database are implemented in the second
operating state.
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